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RX Family C/C++ Compiler Package
Application Notes: Sample Project RX Migration Guide, H8 Edition

This document explains how to migrate the sample project created in H8 to RX.
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1. Overview of the H8 sample project

The H8 sample project ‘H8_Sample’ can be broadly divided into pre- and post-processing such as for initialization, and main processing to perform central processing. This edition shows how to migrate the main processing to perform central processing to an RX project, and check its operation. The following table shows the files that comprise main processing.

<table>
<thead>
<tr>
<th>No</th>
<th>Processing</th>
<th>File name</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Specifying sign for the char type</td>
<td>H8_sign_char.c</td>
<td>2.4.1</td>
</tr>
<tr>
<td>2</td>
<td>Specifying sign for bit field members</td>
<td>H8_sign_bit_field.c</td>
<td>2.4.2</td>
</tr>
<tr>
<td>3</td>
<td>Specifying bit field member allocation</td>
<td>H8_bit_order.c</td>
<td>2.4.3</td>
</tr>
<tr>
<td>4</td>
<td>Specifying endian</td>
<td>H8_endian.c</td>
<td>2.4.4</td>
</tr>
<tr>
<td>5</td>
<td>Specifying the size of double type variables</td>
<td>H8_double_size.c</td>
<td>2.4.5</td>
</tr>
<tr>
<td>6</td>
<td>Specifying the size of int type variables</td>
<td>H8_int_size.c</td>
<td>2.7.1</td>
</tr>
<tr>
<td>7</td>
<td>main function</td>
<td>H8_Sample_main.c</td>
<td></td>
</tr>
</tbody>
</table>
2. Migrating the H8 sample project to RX

2.1 Creating the RX project

Create a new RX project workspace for the migration destination of the H8 sample project. This section explains how to generate sample project in the project generator (launched from HEW by choosing the File menu and then New workspace), according to the following procedures.

(1) Creating a new workspace

Select the “Application” project type.

![New Project Workspace](image)

*Figure 1-1*
(2) Selecting a CPU

Leave this set to the default value, and proceed.

![Figure 1-2](image-url)
(3) Setting options

Leave this set to the default value, and proceed.

Figure 1-3

Figure 1-4
(4) Set up generated files
   Select “Use I/O library”.
   Specify “20” for “I/O stream count”.

**Figure 1-5**
(5) Set up the standard library

Leave this set to the default value, and proceed.

Figure 1-6
(6) Set up the stack space

Leave this set to the default value, and proceed.

Figure 1-7
(7) Set up vectors

Leave this set to the default value, and proceed.
(8) Set up the debugger

Select “RX600 Simulator”.

Figure 1-9
(9) Set the debugger options
Select “Initial session”.

(10) Check the generated file names
Click “Finish”.

![Figure 1-10](image1)

![Figure 1-11](image2)
(11) Set up the simulator

Click “OK”.

Figure 1-12
2.2 Migrating source files for main processing

Copy, and register with the created RX project, the files comprising main processing for the H8 sample project, as explained in Overview of the H8 sample project.

(1) Copy files from the H8 sample project folder

Copy to the RX project the 10 files explained in 1. Overview of the H8 sample project.

![Diagram showing file structure comparison between H8_Sample project and RX project](image)

Figure 1-13
(2) Register the copied files with the project.

Register the copied files with the created RX project.
In HEW, choose Project and then Add files, and then select the following in the displayed dialog box.

- Select the files to be registered.
- Click the Add button after selection.

![Figure 1-14](image)

**Figure 1-14**
(3) Unregister unnecessary files

Delete the ‘RX_test.c’ file generated by the project generator for the main function. It is no longer necessary, because the main function file was copied from the H8 sample project.

In HEW, choose Project and then Delete files, and then select the following in the displayed dialog box.

![Remove Project Files](image)

Select the file to be deleted

Click the Delete button after selection

**Figure 1-15**
2.3 Building and checking H8 compatibility

Build the RX project for which the main processing file was copied and registered. When a build is performed in HEW, since the H8 compatibility check functionality is enabled, option specifications and source code that may impact compatibility can be checked. This section explains how to enable H8 compatibility check functionality and perform a build, and then check the displayed compatibility confirmation messages.

(1) Set up H8 compatibility check functionality

In HEW, choose Build and then RX Standard Toolchain, and then select the following in the displayed dialog box.

![Select the Compiler tab](image)

Select NC compiler for Compatibility check

![Figure 1-16](image)
(2) Building

In HEW, choose Build and then Build to start the build. A message is displayed during the build, in the output window.
(3) Checking compatibility check messages

The C1802 warning is displayed in the messages output to the output window, indicating that this area poses a compatibility problem with H8.
2.4 Handling compatibility check instructions

The following explains how to check and deal with C1802 messages affecting compatibility, as given in 2.3 Building and checking H8 compatibility. The target messages are as follows.

Table 1-2 List of C1802 messages

<table>
<thead>
<tr>
<th>No</th>
<th>Messages affecting compatibility</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Using &quot;unsigned_char&quot; function at influence the code generation of &quot;H8&quot; compiler</td>
<td>2.4.1</td>
</tr>
<tr>
<td>2</td>
<td>Using &quot;unsigned_bitfield&quot; function at influence the code generation of &quot;H8&quot; compiler</td>
<td>2.4.2</td>
</tr>
<tr>
<td>3</td>
<td>Using &quot;bit_order=right&quot; function at influence the code generation of &quot;H8&quot; compiler</td>
<td>2.4.3</td>
</tr>
<tr>
<td>4</td>
<td>Using &quot;endian=little&quot; function at influence the code generation of &quot;H8&quot; compiler</td>
<td>2.4.4</td>
</tr>
<tr>
<td>5</td>
<td>Using &quot;dbl_size=4&quot; function at influence the code generation of &quot;H8&quot; compiler</td>
<td>2.4.5</td>
</tr>
</tbody>
</table>

2.4.1 Specifying sign for the char type

The message ‘Using "unsigned_char" function at influence the code generation of "H8" compiler’ indicates that a compatibility problem exists with the specified “unsigned_char” option. H8-family compilers treat char types with no sign specified as signed char types, whereas RX-family compilers treat them as unsigned char types.

Since “H8_sign_char.c” in the sample program contains code based on the requirement that char types without a sign are signed char types, if the “unsigned_char” option is specified, the operation results will differ from H8.

“H8_sign_char.c” in the sample program

```c
struct S {
    char a;
} s = { -1 };

void sign_char(void)
{
    printf("(1) sign char : ");
    if (s.a < 0) {
        printf("OKn");
    } else {
        printf("NGn");
    }
}
```

To migrate to RX a program created in H8 based on the requirement that char types be signed char types, specify the “signed_char” option. For details about how to specify this option, see compiler users manual. Also, change the options specified in the created RX project.
2.4.2 Specifying sign for bit field members

The message ‘Using "unsigned_bitfield" function at influence the code generation of "H8" compiler’ indicates that a compatibility problem exists with the specified “unsigned_bitfield” option. H8-family compilers treat bit field members with no sign specified as signed types, whereas RX-family compilers treat them as unsigned types.

Since “H8_sign_bit_field.c” in the sample program contains code based on the requirement that bit field members with no sign specified are signed, if the “unsigned_bitfield” option is specified, the operation results will differ from H8.

“H8_sign_bit_field.c” in the sample program

```c
struct S {
    int a : 15;
} bit = { -1 };

void sign_bit_field(void)
{
    printf("(2) sign bit field :");
    if (bit.a < 0) {
        printf("OK\n");
    } else {
        printf("NG\n");
    }
}
```

To migrate to RX a program created in H8 based on the requirement that bit field members with no sign specification are signed types, specify the “signed_bitfield” option. For details about how to specify this option, see compiler users manual. Also, change the options specified in the created RX project.
2.4.3 Specifying bit field member allocation

The message ‘Using "bit_order=right" function at influence the code generation of "H8" compiler’ indicates that a compatibility problem exists with the specified “bit_order=right” option. With H8-family compilers, bit field members are allocated from the most significant bit, whereas with RX-family compilers, they are allocated from the least significant bit. Since “H8_bit_order.c” in the sample program contains code based on the requirement that bit field members are allocated from the most significant bit, if the “bit_order=right” option is specified, the operation results will differ from H8.

“H8_bit_order.c” in the sample program

```
union {
    unsigned char c1;
    struct {
        unsigned char b0 : 1;
        unsigned char b1 : 1;
        unsigned char b2 : 1;
        unsigned char b3 : 1;
    } b;
} un;
void bit_order(void)
{    printf("(3) bit field order : ");
    un.c1 = 0xc0;
    if ( (un.b.b0 == 1) && (un.b.b1 == 1) &&
        (un.b.b2 == 0) && (un.b.b3 == 0)) {
        printf("OK\n");
    } else {
        printf("NG\n");
    }
}
```

To migrate to RX a program created in H8 based on the requirement that bit field members are allocated from the most significant bit, specify the “bit_order=left” option. For details about how to specify this option, see compiler users manual. Also, change the options specified in the created RX project.
2.4.4 Specifying endian

The message "Using "endian=little" function at influence the code generation of "H8" compiler" indicates that a compatibility problem exists with the specified "endian=little" option. With H8-family compilers, the data byte order is big-endian, whereas with RX-family compilers, it is little-endian. Since “H8_endian.c” in the sample program contains code based on the requirement that the data byte order is big-endian, if the “endian=little” option is specified, the operation results will differ from H8.

“H8_endian.c” in the sample program

```
typedef union{
    short data1;
    struct {
        unsigned char upper;
        unsigned char lower;
    } data2;
} UN;

UN u = { 0x7f6f };

void endian(void)
{
    printf("(3) endian : ");
    if (u.data2.upper == 0x7f && u.data2.lower == 0x6f) {
        printf("OK\n");
    } else {
        printf("NG\n");
    }
}
```

To migrate to RX a program created in H8 based on the requirement that the data byte order is big-endian, specify the “endian=little” option. For details about how to specify this option, see compiler users manual. Also, change the options specified in the created RX project.
2.4.5 Specifying the size of double type variables

The message ‘Using "dbl_size=4" function at influence the code generation of "H8" compiler’ indicates that a compatibility problem exists with the specified “dbl_size=4” option. With H8-family compilers, the size of the double type is 8 bytes, whereas with RX-family compilers, the size of the double type is 4 bytes. Since “H8_double_size.c” in the sample program contains code based on the requirement that the size of the double type is 8 bytes, if the “dbl_size=4” option is specified, the operation results will differ from H8.

“H8_double_size.c” in the sample program

```c
double d1 = 1E30;
double d2 = 1E20;

void double_size(void)
{
    d1 = d1 * d1;
    d2 = d2 * d2;
    printf("(5) double type size : ");
    if (d1 > d2) {
        printf("OK\n");
    } else {
        printf("NG\n");
    }
}
```

To migrate to RX a program created in H8 based on the requirement that the size of the double type is 8 bytes, specify the “dbl_size=8” option. For details about how to specify this option, see *compiler users manual*. Also, change the options specified in the created RX project.
2.5 Rebuilding

Once the specified options and source code causing compatibility problems have been changed as shown in 2.4 Handling compatibility check instructions, rebuild the project as shown in 2.3(2) Building. When the following dialog box is displayed for a successful build, click Yes, and then download the load module.

![Confirmation Request Image]

Figure 1-20

2.6 Running the simulator

Execute the rebuilt load module in the simulator.

(1) Setting session refresh

Since the endian option is used to change the endian from little to big, the endian also needs to be changed to big for the simulator. In HEW, choose File and then Session, and then change the endian to big in the displayed dialog box for simulator settings.

![Set Simulator Image]

Figure 1-21
(2) Setting up I/O simulation

The program outputs the execution results to the standard output. The I/O Simulation window needs to be enabled to display the standard output. From HEW, choose View, then CPU, and then I/O simulation to display the I/O Simulation window.

![I/O Simulation window](image-url)
(3) Running the simulator

From HEW, choose Debug and then Run after reset to run the program in the simulator, and display the program standard output in the I/O Simulation window. Once the results are displayed, (4) can be checked to see whether the value is invalid.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>sign char : OK</td>
</tr>
<tr>
<td>2</td>
<td>sign bit faild : OK</td>
</tr>
<tr>
<td>3</td>
<td>endian : OK</td>
</tr>
<tr>
<td>4</td>
<td>int type size : NG</td>
</tr>
<tr>
<td>5</td>
<td>double type size : OK</td>
</tr>
</tbody>
</table>

Invalid execution results
2.7 Handling invalid execution results

2.7.1 Specifying the size of int type variables

With H8-family compilers, the size of the int type is 2 bytes, whereas with RX-family compilers, the size of the int type is 4 bytes. Since “H8_int_size.c” in the sample program contains code based on the requirement that the size of the int type is 2 bytes, the results operation of operation will differ from H8.

“H8_int_size.c” in the sample program

```c
typedef union{
    long data;
    struct {
        int dataH;
        int dataL;
    } s;
} UN;

void int_size(void)
{
    UN u;
    u.data = 0x7f6f5f4f;
    printf("(4) int type size : ");
    if (u.s.dataH == 0x7f6f && u.s.dataL == 0x5f4f) {
        printf("OK\n");
    } else {
        printf("NG\n");
    }
}
```

To migrate to RX programs created based on the requirement that the size of the int type is 2 bytes, specify the “int_to_short” option. For details about how to specify this option, see compiler users manual. Also, change the options specified in the created RX project.

After changing the options and code, perform rebuild as shown in 2.3(2) Building, and run the simulator as shown in 2.6 Running the simulator to get the following execution results, and complete migration to the RX project.

```
(1) sign char : OK
(2) sign bit feild : OK
(3) endian : OK
(4) int type size : NG
(5) double type size : OK
(1) sign char : OK
(2) sign bit feild : OK
(3) endian : OK
(4) int type size : OK
(5) double type size : OK
```
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