
 APPLICATION NOTE 

R01AN2201EJ0100  Rev. 1.00  Page 1 of 26 

August 20, 2014  

SH7216 Group 
USB Function Module: USB Communication Class Application Note 

Introduction 

This document explains how to implement the system applied to the USB communication class as an application 
example for the SH7216 Group’s USB function module. This document and the sample program described are 
examples of the USB function module, and are therefore not guaranteed by Renesas. 
 

Target Device 

This example supports the following device.  

- SH7216 Group 
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1. Overview 

This document explains how to use the SH7216 USB function module, and how to implement the system applied to the 
USB communication class as an application example for the USB function module. 

1.1 Functions Used 
 Interrupt controller (INTC) 
 Pin function controller (PFC) 
 USB function module (USB) 
 Serial communication interface (SCI) 

1.2 Applicable Conditions 
MCU SH7216 

Operating frequency Internal clock: 200 MHz 

 Bus clock: 50 MHz 

 Peripheral clock: 50 MHz 

 MTU2S clock: 100 MHz 

 AD clock: 50 MHz 

Integrated development environment Renesas Electronics High-performance Embedded Workshop,  
 Ver. 4.07.00 

C compiler Renesas Electronics SuperH RISC engine Family  
 C/C++ Compiler Package, Ver. 9.03.00, Release 02 

Compile options High-performance Embedded Workshop default settings 
 (-cpu=sh2afpu -fpu=single  

- include="$(WORKSPDIR)\inc","$(WORKSPDIR)\src\inc"  
-object="$(CONFIGDIR)\$(FILELEAF).obj" -debug -gbr=auto -fpscr=safe 
-chgincpath -errorpath -global_volatile=0 -opt_range=all -infinite_loop=0  
-del_vacant_loop=0 -struct_alloc=1 –nologo) 

 

1.3 Related documents 
The following application note is related to this application note. Refer to it as necessary in conjunction with this 
application note. 

 SH7216 Group USB Function Module: USB Mass Storage Class Application Note (REJ06B0897) 
 SH7216 Group USB Function Module: USB HID Class Application Note (REJ06B0898) 
 SH7216 Group Protocol Conversion between Ethernet and USB Application Note (R01AN0066EJ) 
 SH7216 Group USB Multifunction Operation of USB Function Module Application Note (R01AN0294EJ) 
 SH7216 Group Using USB to Reprogram Flash Memory in User Program Mode Application Note (R01AN0316EJ) 
 SH7216 Group Peripheral LibUSB Demo Application Note (R01AN0889EJ)
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2. Applications 

This sample program uses the USB function module to execute the control IN, control OUT, bulk IN, and bulk OUT 
transfers. The sample program also converts USB to serial signals and vice versa based on the USB communication 
class. 
 

2.1 Features 
The USB function module has an embedded USB 1.1 compliant USB Device Controller (UDC) and operates the USB 
protocols automatically.  
Figure 2.1 is a block diagram of the USB function module. 

On-chip 
peripheral bus

FIFO

Protocol 
processor Transceiver

Status and 
control registers

USD+

USD-

USB function module

[Interrupt request signal]
USI0, USI1

[DMA/DTC transfer 
request signal]
USBRXI0, USBTXI0 
USBRXI1, USBTXI1

USB clock (48 MHz)

 

Figure 2.1   Block Diagram of USB 

 

The features of the on-chip USB function module of the SH7216 are as follows. 

 Automatic processing of USB protocol 
 Automatic processing of USB standard commands for endpoint 0 (Some commands need to be processed through 

the software.) 
 Transfer speed: Full speed 
 Interrupt requests: Generation of interrupt signals needed for USB transmission and reception 
 Clock: External input clock generated by USB oscillator (48 MHz) 
 Low-power mode 
 Integrated bus transceiver 
 Endpoint configurations: There are ten mounted endpoints for each transfer mode, and transfers data in the control 

transfer, bulk OUT transfer, bulk IN transfer, and interrupt transfer to the USB host. Table 2.1 shows those 
configurations. 



SH7216 Group USB Communication Class Application Note 

R01AN2201EJ0100  Rev. 1.00  Page 5 of 26 

August 20, 2014  

Table 2.1   Endpoint Configurations 

Endpoint Name Transfer Type Max. Packet Size 
FIFO Buffer 

Capacity 
DMA 

Transfer
Endpoint 0 EP0s Setup 8 bytes 8 bytes  

EP0i Control-in 16 bytes 16 bytes  
EP0o Control-out 16 bytes 16 bytes  

Endpoint 1 EP1 Bulk-in 64 bytes 64  2 (128) bytes Possible 
Endpoint 2 EP2 Bulk-out 64 bytes 64  2 (128) bytes Possible 
Endpoint 3 EP3 Interrupt-in 16 bytes 16 bytes  
Endpoint 4 EP4 Bulk-in 64 bytes 64  2 (128) bytes Possible 
Endpoint 5 EP5 Bulk-out 64 bytes 64  2 (128) bytes Possible 
Endpoint 6 EP6 Interrupt-in 16 bytes 16 bytes  
Endpoint 7 EP7 Bulk-in 64 bytes 64 bytes  
Endpoint 8 EP8 Bulk-out 64 bytes 64 bytes  
Endpoint 9 EP9 Interrupt-in 16 bytes 16 bytes  

 

2.2 USB Communication via the USB Function Module 
As an example of using the USB function module for USB communication, the sample program implements the USB 
communication features listed in the table below. 
 

Table 2.2   USB Communication Functions 

USB Communication Features Description 

Detect a connection to the USB host The port pulls up the D+ pin to detect a connection. 

Control transfer 
Decodes requests, processes the Data stage and Status stage of the
USB request transmitted from the USB host in the control transfer. 

Bulk IN/OUT transfers Executes bulk IN/OUT transfers. 
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2.3 Detecting a Connection to the USB Host 
A connection to the USB host is detected using the cable connect interrupt (the BRST bit in the USBIFR0 register). The 
cable connect interrupt occurs when a USB device cable is connected to the USB host. After the user configures the 
MCU, the sample program pulls up the USB data bus D+ pin using the general output port. The USB host recognizes 
that a USB device is connected by the pull-up. Figure 2.2 shows an operation flow of the sample program. 
 

Yes

Connects a cable

USB Function (Hardware) Sample Program (Software)

Cable is not connected
VBUS = 0

UDC core is reset

USB cable is connected

Pulls up D+ pin

Releases the UDC core reset

No

Detectes bus reset
USBIFR0/BRSY = 1
Bus reset interrupt

Waits for receiving
the setup command

Clears SW flags and buffers

Clears the bus reset flag
USBIFR0/BRST = 0

Clears all EP FIFOs

ActBusReset

Configures the MCU

Initializes the SCI module

Initializes the USB operation

USBIFR0/BRST interrupt

Set CPG

Set Power-Down Mode

Set PFC

Set INTC
USB and SCI1

Initializes work area

- Set USB to active
- Configures End Point 
Set USBEPIR register
- Configures the interrupt
Set USBIER0 to USBIER2 and 
USBISR0 to USBISR4 registers 

Operation start

Operation end

Reset Start

SciInit

UsbInit

Set SCI clock source

Set SCI communication
parameter

Set SCI interrupt

Set_SMR

InitBulkMem

SetUsbModule

Clears the interrupt mask level

Pull-up enabled
D+ pin (PB15) to High

UsbStart

Main loop

 

Figure 2.2   Detecting a Connection to the USB Host 
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2.4 Control Transfer 
A control transfer is a USB transfer that uses the endpoint 0 as the default pipe and must be supported by all USB 
devices. The USB host issues a USB standard request to the USB device and configures the device. A control transfer 
can be used to issue a class- or vendor-specific request command. 
A control transfer is composed of a Setup stage, Data stage (not in all cases), and Status stage. The Data stage consists 
of multiple bus transactions. Control transfers are supported via bi-directional communication flow, according to the 
data direction of the Data stage. A control OUT transfer is the data flow from the USB host to the USB device during 
the Data stage. A control IN transfer is the data flow from the USB device to the USB host during the Data stage. The 
Data stage is completed when the USB host transmits a token whose data direction is inverted to the previous data 
stages.  
The Status stage is the stage that transmits the inverted token to the USB host. Figure 2.3 shows the Data direction in 
the Data stage and Figure 2.4 shows each the control transfer stage configuration. 
 

USB host

Control OUT transfer

USB device

Data

USB host

Control IN transfer

USB device

Data
 

Figure 2.3   Data Direction in the Data Stage 

 

Control IN transfer

SETUP IN IN IN… OUTStages

Control OUT transfer

SETUP OUT OUT OUT… INStages

Control transfer without data

SETUP INStages

Setup stage Data stage Status stage

Multiple transactions

Data direction inverted

 

Figure 2.4   Control Transfer Stage Configuration 
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The USB function module decodes the request, and automatically processes the Data stage and Status stage according 
to the USB standard request. Some of the USB standard requests, class requests, and vendor requests should be 
executed by the software. 
The sample program executes the Get Descriptor command, which is the USB standard request to be processed by the 
software and the conversion between USB and serial communication as the typical example of the USB communication 
class. To convert USB communication into serial communication, the sample program executes USB communication 
class requests. Table 2.3 lists USB commands and processing in the sample program. 
When the sample program receives a USB command that it does not support, it returns a STALL handshake. 
 

Table 2.3   USB Commands and Processing in the Sample Program 

USB Command Type Processing in the Sample Program 

Clear Feature 
Get Configuration 
Get Interface 
Get Status 
Set Address 
Set Configuration 
Set Feature 
Set Interface 

USB 
standard 
request 

The hardware decodes the command, and executes the Data 
stage and the Status stage automatically. The software does 
no operation. 

Get Descriptor 

The software decodes the command, and executes the Data 
stage and the Status stage. 

Set Line Coding 
Set Control Line State 
Send Break 
Get Line Coding 

USB 
communication

class 
request 

Other USB commands - The software returns a STALL handshake. 
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2.4.1 Setup Stage 
The Setup stage is composed of one setup transaction. The USB host sends a setup token or data packet (USB 
command), then returns a handshake in response to the data packet (USB command) that the USB device received. 
Figure 2.5 shows the setup transaction sequence. The USB function module automatically executes the Setup stage, 
Data stage, and Status stage in response to the USB requests (with some exceptions). If the received request is not a 
USB standard request, the USB function module holds the received request in the EP0s data register (USBEPDR0s), 
and generates the setup request receive complete interrupt using the SETUPTS bit in the USBIFR1 register. 
The sample program reads the USB request held in the data register (USBEPDR0s) during the interrupt, and decodes 
the USB request to determine how to process subsequent stages. If the decoded USB request is a request to execute the 
control IN transfer, the sample program writes the first data to transfer to the USB host in the EP0i FIFO and the 
interrupt is completed. Figure 2.6 shows an operation flow of the sample program. The function (DecComCommand) 
processes USB communication class requests in the sample program. 
 

 

Figure 2.5   Setup Transaction Sequence 
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Figure 2.6   Setup Stage Operation Flow 
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2.4.2 Data Stage 
The Data stage of the control IN transfer is composed of single or multiple data transactions. The Data stage of the 
control IN transfer is composed of one data IN transaction. This is called “Data IN stage processing”. The Data stage of 
the control OUT transfer is composed of one data OUT transaction. This is called “Data OUT stage processing”. 
 
(1) Data IN Stage 
First, the USB host sends an IN token. When the USB device receives the IN token, it sends a data packet to the USB 
host and waits for an ACK handshake from the USB host. If the USB device cannot send a data packet when it receives 
the IN token, it returns a NAK handshake to the USB host. Figure 2.7 shows the data IN transaction sequence. 
When the USB function module receives an IN token without valid data in the EP0iFIFO, it automatically returns a 
NAK handshake to the USB host. When the module receives an IN token with valid data in the EP0iFIFO, it sends the 
data in the EP0iFIFO to the USB host and waits for an ACK handshake from the USB host. When the USB function 
module receives an ACK handshake, it generates the data transmit complete interrupt using the EP0iTS bit in the 
USBIFR0 register. On the contrary, when the module receives an OUT token that indicates the Data IN stage has been 
completed, it generates the data receive complete interrupt using the EP0oTS bit in the USBIFR0 register. 
The sample program identifies the type of the interrupt while it is being processed. When it is the data receive complete 
interrupt (the EP0oTS bit in the USBIFR0 register), the sample program advances to the Status stage. When it is the 
data transmit complete interrupt (the EP0iTS bit in the USBIFR0 register), data that should be sent to the USB host was 
written in the EP0iFIFO, and the sample program waits for the next interrupt. Figure 2.8 shows an operation flow of the 
Data IN stage by the sample program. 
 

 

Figure 2.7   Data IN Transaction Sequence 

 



SH7216 Group USB Communication Class Application Note 

R01AN2201EJ0100  Rev. 1.00  Page 12 of 26 

August 20, 2014  

Set EP0i transmit flag
(USBIFR1/EP0iTS=1) USBTRG0/EP0iPKTE=1

USBIFR1/EP0iTS interrupt

No

Yes

Sends data to the host

No

Yes

NAK

Clears USBIFR1/EP0iTS 
interrupt flag

Executes the Status stage 
of the control IN transfer

Writes data to
USBEP0i data register

When data direction changes, 
the Data stage is completed 
and advance to the Status stage.

Yes

No

Reading EP0sFIFO 
completed?

Valid data in the EP0iFIFO?

ActControlIn

PutPacket

Data receive 
complete interrupt?
(USBIFR1/EP0oTS)

Receives the EP0 IN Token

Set EP0sRDFN bit

Set EP0iPKTE bit

When set EP0iPKTE to 1,
data in the EP0iFIFO is 
validated.

Waits for ACKReturns NAK to the host

Completed

Operation start

Operation end

USB Function (Hardware) Sample Program（Software）

（USBIFR1 interrupt）
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Figure 2.8   Data IN Stage Operation Flow 

 
(2) Data OUT Stage 
The USB host sends an OUT token and a data packet. The USB device receives the OUT token first, then receives the 
data packet, and then returns an ACK handshake. When the USB device cannot receive the data packet after it receives 
the OUT token, it ignores subsequent data packets, and returns a NAK handshake. When the USB host receives the 
NAK handshake, it tries to resend the OUT token and data packet. Figure 2.9 shows the Data OUT transaction sequence. 
When the USB function module cannot receive data packets, when it receives the OUT token, it automatically discards 
the subsequent data packet and returns a NAK handshake to the USB host. When it receives the OUT token, when it can 
accept data, it holds the data packet from the USB host in the EP0oFIFO and returns an ACK handshake to the USB 
host. After the USB function module transmits an ACK handshake, it generates the data receive complete interrupt 
using the EP0oTS bit in the USBIFR1 register. When the function module receives the IN token that indicates the Data 
OUT stage is completed, it generates the IN token receive interrupt using the EP0iTR bit in the USBIFR1 register. 
The sample program identifies the type of the interrupt while it is being processed. When it is not the data receive 
complete interrupt (the EP0oTS bit in the USBIFR1 register), the sample program advances to the Status stage. When it 
is the data receive complete interrupt (the EP0oTS bit in the USBIFR1 register), the sample program reads data in the 
EP0oFIFO, sets the EP0oFIFO read complete bit, and waits for the next interrupt to be generated. Figure 2.10 shows an 
operation flow of Data OUT stage by the sample program. 
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Figure 2.9   Data OUT Transaction Sequence 

 

 

Figure 2.10   Data OUT Stage Operation Flow 
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2.4.3 Status Stage 
The direction of the data transaction in the Status stage differs from that of the Data stage; the data OUT transaction is 
executed during the Status stage of the control IN transfer, and the data OUT transaction is executed during the Status 
stage of the control OUT transfer. 
 
(1) Status Stage of the Control IN Transfer 
The USB host sends an OUT token and a 0-byte data packet. The USB device first receives the OUT token and then 
receives the 0-byte data packet. Then, it returns an ACK handshake to the USB host. 
The USB function module receives the OUT token and the 0-byte data packet, and automatically sends an ACK 
handshake to the USB host. Then, the USB function module generates the data receive complete interrupt using the 
EP0oTS bit in the USBIFR1 register. 
The sample program set the EP0oFIFO read complete bit (USBTRG0/EP0oRDFN) during an interrupt to wait for the 
next interrupt. Figure 2.11 shows an operation flow of the Status stage (control IN transfer) by the sample program. 
 

Writes 1 in the ＥＰ0o read complete bit
(USBTRG0/EP0oRDFN=1)

USBIFR1/EP0oTS interrupt

Clears EP0 related interrupt flag 
other than SETUPTS flag

Set the EP0o receive 
complete flag

(USBIFR1/EP0oTS=1)

Changes the state to WAIT

ActControlIn

Receives the EP0 
OUT token

Completed

Receives a 0 length data from 
the host

Operation start

Operation end

ACK

Returns ACK to the host

USB Function (Hardware) Sample Program（Software）

（USBIFR1 interrupt）

Executes the ActControlIn
function in the USBIFR1
interrupt handler.

Call ActControlIn via ActControlInOut

 

Figure 2.11   Status Stage (Control IN Transfer) Operation Flow 

 
(2) Status Stage of the Control OUT Transfer 
The USB host sends an IN token. The USB device sends a 0-byte data packet to the USB host after it receives the IN 
token. Then, the USB device waits for an ACK handshake from the USB host. 
When the USB function module receives the IN token, it generates the IN token receive interrupt using the EP0iTR bit 
in the USBIFR1 register. When the USB function module receives an IN token, when there is no valid 0-byte data 
packet in the EP0iFIFO, it automatically returns a NAK handshake to the USB host. When the USB function module 
has a valid 0-byte data packet in the EP0iFIFO when it receives the IN token, it sends a 0-byte data packet to the USB 
host and waits for an ACK handshake from the USB host. When the USB function module receives the ACK handshake, 
it generates the data transmit complete interrupt using the EP0iTS in the USBIFR1 register. 
The sample program identifies the type of the interrupt while it is being processed. When it is the data transmit 
complete interrupt generated by the EP0iTS in the USBIFR1 register, the sample program clears the interrupt to 
complete the control transfer. When it is the IN token receive interrupt generated by the EP0iTR bit in the USBIFR1 
register, the sample program enables 0-byte data in the EP0iFIFO by setting the EP0iPKTE bit in the USBTRG1 
register to 1, and waits for the next interrupt to be generated. Figure 2.12 shows an operation flow of the Status stage 
(control OUT transfer) by the sample program. When the command is a USB communication class command (Set Line 
Coding), the sample program calls a SciInit function to process the command. 
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Figure 2.12   Status Stage (Control OUT Transfer) Operation Flow 
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2.5 Bulk Transfer 
A bulk transfer is used to communicate large amounts of data between the USB host and the USB device. Bulk transfers 
are supported via bi-directional communication flow for the data direction. A bulk OUT transfer is the data flow from 
the USB host to the USB device, and a bulk IN transfer is the data flow from the USB device to the USB host. Figure 
2.13 shows the data directions of the bulk IN and bulk OUT transfers. 
 

USB host

Bulk OUT transfer

USB device

Data

USB host

Bulk IN transfer

USB device

Data
 

Figure 2.13   Data Direction in the Bulk Transfer 

 

2.5.1 Bulk OUT Transfer 
A bulk OUT transfer is composed of single or multiple OUT transactions. The USB host sends an OUT token and a 
data packet in the OUT transaction. The USB device receives the out token first, then receives the data packet, and then 
returns an ACK handshake. When the USB device receives the OUT token when it is unable to receive data packets, it 
ignores subsequent data packets and returns a NAK handshake. When the USB host receives a NAK handshake, it 
attempts to resend the OUT token and data packet to the USB device. Figure 2.14 shows the OUT transaction sequence. 
When the USB function module receives an OUT token when it is unable to receive data packets, it automatically 
discards subsequent data packets and returns a NAK handshake to the USB host. When the USB function module 
receives an OUT token when it can accept data packets, it holds the data from the USB host in the EP1FIFO and returns 
an ACK handshake to the USB host. Then, the USB function module generates the data receive complete interrupt 
using the EP1FULL bit in the USBIFR1 register. 
The sample program reads the data in the EP1FIFO and stores it in the bulk OUT transfer RAM during the interrupt, set 
the EP1 read complete flag (by setting the EP1RDFN bit in the USBTRG register to 1), and waits for the next interrupt 
to be generated. When the interrupt is generated, if there is no area in the EP1FIFO to store data, the sample program 
disables the EP1FULL interrupt, and the interrupt process is completed while it is in a suspended state. When serial 
communication is used to create an area in the bulk OUT transfer RAM, enabling the EP1FULL interrupt causes the 
suspended EP1FULL interrupt to be generated, and moves the data in the EP1FIFO to the bulk OUT transfer RAM in 
the interrupt handler, and sets the EP1 read complete flag to wait for the next interrupt to be generated. 
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Figure 2.14   Bulk OUT Transaction Sequence 
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Figure 2.15   Bulk OUT Transfer Operation Flow 
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2.5.2 Bulk IN Transfer 
A bulk IN transfer consists of single or multiple transactions. The USB host sends an IN token in the IN transaction. 
When the USB device receives the IN token, it sends a data packet to the USB host and waits for an ACK handshake 
from the USB host. When the USB device receives the IN token when it is unable to send data packets, it returns a 
NAK handshake to the USB host. Figure 2.16 shows the IN transaction sequence. 
When the USB function module receives an IN token when there is no valid data in the EP2FIFO, it automatically 
returns a NAK handshake to the USB host. The USB function module determines if there is any valid data in the 
EP2FIFO using the EP2PKTE bit in the USBTRG register. When the module receives the IN token when there is valid 
data in the EP2FIFO, the USB function module sends the data in the EP2FIFO to the USB host and waits for an ACK 
handshake from the USB host. When the ACK handshake is received, the USB function module sets the data transmit 
complete flag using the EP2EMPTY bit in the USBIFR2 register. 
The sample program periodically transfers data in bulk transfer mode within the main loop. When the serial 
communication generates data in the bulk IN transfer RAM that should be transmitted to the USB host, the sample 
program confirms if the EP2FIFO is empty. When the EP2FIFO is empty, the sample program writes the data in the 
EP2FIFO, sets the PE2PKTE bit to 1, and enables the data in the EP2FIFO. When the EP2FIFO is not empty, the 
sample program is idle and waits for the USB function module to finish transferring data to the USB host. 
 

 

Figure 2.16   Bulk IN Transaction Sequence 
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Figure 2.17   Bulk IN Transfer Operation Flow 
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3. System Example of the USB Communication Class 

USB to serial conversion system is implemented in this sample program as the USB communication class typical 
example. 

3.1 Overview 
The sample program converts USB to serial using the USB function module and the serial communication interface 
(SCI) embedded in the SH7216 MCU. To transfer keyboard-input characters, text files, or binary files, activate the 
terminal software both on the USB host (PC in this case), and on the serial device. For example, some characters are 
input using the keyboard of the USB host, and the characters are transferred to the serially connected device. On the 
other hand, some characters are input using keyboard of the serially connected device for transfer to the USB host. 
A system configuration of the USB to serial conversion is shown in Figure 3.1, and Table 3.1 lists its specifications. 
 

 

Figure 3.1   System Configuration 

 
Table 3.1   System Specification 

Features Description 

Detect a connection to the USB host The port pulls up the D+ pin to detected by the USB host. 

Control transfer 
(USB standard request) 

(1) Decode requests, processes the Data stage and Status stage of 
the USB request transmitted from the USB host in the control 
transfer. 

(2) Sends the descriptor information to Get Descriptor command to 
connect with the USB host as a USB communication class. 

(3) Descriptor samples are described in the SetUsbInfo.h file and 
those data are send to the USB host. 

Control transfer 
(USB communication class request) 

Supports the following USB communication class commands: 
Get Line Coding, Set Line Coding, Set Control Line State, and Send 
Break. 
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Features Description 

Bulk IN/OUT transfer Executes the bulk IN/OUT transfer. 

USB to serial data conversion 

(1) Sends the received data from the USB host in bulk OUT transfer to 
the serial device by serial OUT transfer. 
(2) Sends the received data from the serial device by serial IN transfer
to the USB host in bulk IN transfer. 

 

Note: 
Table 3.2 lists the default value of the vendor ID and product ID in the device descriptor sample. These values MUST 
be changed when applied to the user system. 
 

Table 3.2   Vendor ID and Product ID Sample 

ID Value Description 

Vendor ID 0x045B Renesas Electronics 
Product ID 0x0020 SH7216 USB communication class driver 

 

3.2 Operation Flow 
The sample program enters the main loop after initial settings are completed. 
When the sample program receives a data packet from the serial device in serial IN transfer, it stores the received packet 
in the bulk IN transfer RAM. The stored data is transmitted to the USB host in a bulk IN transfer. For details on bulk IN 
transfer, refer to 2.5.2. For details on serial IN transfer, refer to 3.3.2. 
When the sample program receives a data packet from the USB host in a bulk OUT transfer, it stores the received data 
packet in the bulk OUT transfer RAM. The stored data is transmitted to the serial device in the serial OUT transfer. For 
details on the bulk OUT transfer, refer to 2.5.2. For details on serial OUT transfer, refer to 3.3.1. 
Figure 3.2 shows the data flow and Figure 3.3 shows an operation flow. 
 

USB host

Bulk OUT transfer

Sample program

Bulk OUT transfer 
RAM

256 Byte

Serial device

USB I/F SCI I/F

Serial OUT transfer

Bulk IN transfer
Bulk IN transfer

RAM
256 Byte

USB I/F SCI I/F

Serial IN transfer

 

Figure 3.2   Data Flow 
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Operation start

Initializes SH7216

Initializes SCI operation

Initializes USB operation

Data exists in the bulk IN
transfer RAM? 

Data exists in the bulk OUT
transfer RAM?

Yes

Yes

No

No

Stores data in the bulk IN transfer 
RAM by the serial IN transfer.
Serial IN transfer is activated by the 
interrupt from the SCI.

The data is transferred to the USB host 
in the bulk IN transfer.

Transfers data in the bulk IN 
transfer

Transfers data by the serial 
IN transfer

Stores data in the bulk OUT transfer 
RAM in the bulk OUT transfer.
Bulk OUT transfer is activated by the 
interrupt from the USB.

ActBulkIn

ActSerialOut

Previous packet in the bulk IN 
transfer was max packet size? 

Yes

Transfers 0 length data in 
the bulk IN transfer

No

The data is transferred to the serial 
device by the serial IN transfer.

User select operation to adopt a 
standard serial application.
If“ZERO_LENGTH_PACKET”macro 
is defined, dashed area operation is 
executed

 

Figure 3.3   Operation Flow 

 

3.3 Serial Communication 
This sample program uses a SCI module for serial communication. The serial OUT transfer is executed only when there 
is data in the bulk OUT transfer RAM, and the serial IN transfer is executed only by the serial receive interrupt. 
 

3.3.1 Serial OUT Transfer 
This sample program uses the ActSerialOut function to execute serial OUT transfer. Data in the bulk OUT transfer 
RAM is serially transmitted in serial OUT transfer. When the bulk OUT transfer RAM can store the data by the serial 
OUT transfer, the sample program enables the EP1FULL interrupt. When the EP1FULL interrupt is enabled, the 
suspended EP1FULL interrupt occurs to transfer data in the bulk OUT transfer. Figure 3.4 shows an operation flow of 
the serial OUT transfer. 
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Yes

No

Yes

Yes

No

No

Calculates transfer length

SCI1 SCSSR 
TDRE=1?

Writes transmit data to SCI1 SCTDR

Clears SCI1 SCSSR TDRE bit to 0

Bulk OUT transfer is 
disabled?

The bulk OUT transfer 
RAM can allocate the 

data area?

Enables EP1FULL interrupt
USBIER2/EP1FULLE=1

ActSerialOut

ExSerialOut

Operation start

Operation end

The suspended EP1FULL interrupt 
occurs when EP1FULL interrupt is 
enabled by the serial OUT transfer. 

Sample Program（Software）

（Serial OUT transfer）

Transfer length is 
more than 40byte?

Set transfer length to 40byteNo

Yes

 

Figure 3.4   Serial OUT Transfer Operation Flow 
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3.3.2 Serial IN Transfer 
Serial IN communication is activated by the serial receive interrupt and executed by the ActSerialIn function. The 
sample program stores serially-received data in the RAM for the bulk IN transfer. When the RAM is full, the sample 
program transmits Xoff in serial communication to disable the serial IN communication. Figure 3.5 shows an operation 
flow of the Serial IN Communication. 
 

Yes

No

SCI1 RIE, SCI1 TE, or SCI1 RE interrupt occurs

ActSerialIn

Reads the received data from Receive Data Register
(SCI1 SCRDR)

Operation start

Writes the received data in the 
bulk IN transfer RAM

Remaining bulk IN 
transfer RAM area is not 

more than 64byte   

Disables the serial IN communication
(Transfers Xoff in the serial OUT transfer)

Operation end

Sample Program（Software）

（Serial IN transfer）

Reads SCSSR register but for TEND bit

Framing error 
occurred?

No

Yes

Parity error 
occurred?

No

Yes

SCI1 SCSSR FER bit = 1?

SCI1 SCSSR PER bit = 1?

Clears received data register full flag 
(SCI1 SCSSR RDRF bit)

Overrun error 
occurred?

No

Yes

Clears overrun flag
(SCI1 SCSSR ORER bit = 0)

SCI1 SCSSR ORER bit = 1?

Error end

Error end

 

Figure 3.5   Serial IN Transfer Operation Flow 
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3.4 Environment Setting 
Use a USB cable to connect the SH7216 CPU board (R0K572167C001BR) to the PC1. Then, use an RS-232C serial 
cable to connect the SH7216 CPU board to the PC2 (cross-connect). PC1 behaves as the USB host and PC2 behaves as 
the serial device. Figure 3.6 shows the USB to serial conversion environment. 
 

 

Figure 3.6   USB to Serial Conversion Environment 

 

3.4.1 INF Files 
After the sample program is loaded and written to the SH7216 CPU board and is connected to the PC1 with a USB 
cable for the first time, the device driver needs to be installed on the USB host computer. Install the Windows® 
standard USB communication class device driver (usbser.sys) as the device driver.  
INF file is used for the driver installation. This sample program includes following INF files in the inf directory. 
(1) RN_CommClass_32.inf  

Windows® 2000, Windows® XP, Windows® Vista 32bit, and Windows® 7 32bit. 
(2) RN_CommClass_64.inf  

Windows® Vista 64bit and Windows® 7 64bit. 
 

Note: 
VID_045B and PID_0020 MUST be changed according to the Vendor ID and Product ID set in the device descriptor. 
Table 3.3 shows the default values. 
 

Table 3.3   Vendor ID and Product ID in the INF File 

Value Description 

VID_045B Indicates the Vendor ID = 0x045B. 
PID_0020 Indicates the Product ID = 0x0020. 
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3.4.2 Parameter Setting of Serial Application 
You need to set the parameter of the serial applications (terminal 1 and terminal 2) on the PC. Table 3.4 lists the settings. 
 

Table 3.4   Parameter Setting 

Items Description 

Connection Select the port number connected to an RS-232C serial cable or a USB cable. 
Bit rate (B) 115,200 bps 

Data bits (D) 8 
Parity (P) None 

Stop bit (S) 1 
Flow control (F) Xon/Xoff 

 
 

4. Reference Documents 

User’s Manual: Hardware 
SH7214 Group, SH7216 Group User’s Manual: Hardware Rev.4.00 (R01UH0230EJ0400) 

 

User’s Manual: Software 
SH-2A, SH2A-FPU User’s Manual: Software Rev.3.00 (REJ09B0051) 

 

Website and Support 
 
Renesas Electronics website 

http://www.renesas.com 
 
Inquiries 

http://www.renesas.com/contact/ 
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General Precautions in the Handling of MPU/MCU Products 
The following usage notes are applicable to all MPU/MCU products from Renesas. For detailed usage notes on the 
products covered by this document, refer to the relevant sections of the document as well as any technical updates that 
have been issued for the products. 

 

1.  Handling of Unused Pins 

Handle unused pins in accordance with the directions given under Handling of Unused Pins in the 
manual. 

 The input pins of CMOS products are generally in the high-impedance state. In operation with an 
unused pin in the open-circuit state, extra electromagnetic noise is induced in the vicinity of LSI, an 
associated shoot-through current flows internally, and malfunctions occur due to the false 
recognition of the pin state as an input signal become possible. Unused pins should be handled as 
described under Handling of Unused Pins in the manual. 

2.  Processing at Power-on 

The state of the product is undefined at the moment when power is supplied. 

 The states of internal circuits in the LSI are indeterminate and the states of register settings and 
pins are undefined at the moment when power is supplied. 
In a finished product where the reset signal is applied to the external reset pin, the states of pins 
are not guaranteed from the moment when power is supplied until the reset process is completed. 
In a similar way, the states of pins in a product that is reset by an on-chip power-on reset function 
are not guaranteed from the moment when power is supplied until the power reaches the level at 
which resetting has been specified. 

3.  Prohibition of Access to Reserved Addresses 

Access to reserved addresses is prohibited. 

 The reserved addresses are provided for the possible future expansion of functions. Do not access 
these addresses; the correct operation of LSI is not guaranteed if they are accessed. 

4.  Clock Signals 

After applying a reset, only release the reset line after the operating clock signal has become stable. 
When switching the clock signal during program execution, wait until the target clock signal has 
stabilized. 

 When the clock signal is generated with an external resonator (or from an external oscillator) 
during a reset, ensure that the reset line is only released after full stabilization of the clock signal. 
Moreover, when switching to a clock signal produced with an external resonator (or by an external 
oscillator) while program execution is in progress, wait until the target clock signal is stable. 

5.  Differences between Products 

Before changing from one product to another, i.e. to a product with a different part number, confirm 
that the change will not lead to problems. 

 The characteristics of an MPU or MCU in the same group but having a different part number may 
differ in terms of the internal memory capacity, layout pattern, and other factors, which can affect 
the ranges of electrical characteristics, such as characteristic values, operating margins, immunity 
to noise, and amount of radiated noise. When changing to a product with a different part number, 
implement a system-evaluation test for the given product. 
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