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Introduction 

This document describes additional modifications required to achieve the integration of the IoT-Reader (Non-OS) 

SDK v7.2.0 into a FreeRTOS-based system using E2Studio. 

In the context of FreeRTOS scheduling, IoT-Reader stack is used as one single thread solution which has the 

advantages of using a simplified design, low resource consumption, and deterministic behavior of the NFC 

component. 
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1. Requirements 

This document applies to:  

■ IoT-Reader (Non-OS) SDK for PTX1xxR family v7.2.0 

The full documentation of IoT-Reader (Non-OS) SDK v7.2.0 can be found in the PTX1xxR NFC IoT-Reader API 

for OS Stack Integration (SDK v7.2.0) User Manual. 

2. About FreeRTOS 

FreeRTOS™ is a lightweight, open-source real-time operating system designed for embedded systems. It 

provides a simple and efficient kernel to manage tasks, scheduling, and resources, making it ideal for 

microcontrollers and small processors with limited resources.  

The complete documentation for FreeRTOS is available at FreeRTOS documentation - FreeRTOS. 

3. Integration Process 

The integration process discussed in this document handles all aspects of correctly deploying the IoT-Reader 

(Non-OS) stack into a FreeRTOS-based system, starting with project creation and finishing with code adaptation 

required to fulfill a real-time operating system compliance. 

In order to keep the integration as simple as possible, the objective is to create a single thread for the whole IoT-

Reader stack. The one single thread solution provides numerous advantages. Beside simplified design which 

does not require any synchronization mechanism or data exchange between internal components, there is also 

the resources aspect and the deterministic behavior of the entire stack to be considered. 

The required integration steps are summarized as follows: 

1. Create and configure a FreeRTOS project using  E2Studio and FSP. 

2. Import IoT-Reader (Non-OS) SDK v7.2.0 into the new created project. 

3. Create the IoT-Reader thread and configure required stacks(drivers). 

4. Update the HAL layer of IoT-Reader (Non-OS) SDK v7.2.0 to make it compliant with FreeRTOS. 

5. Link IoT-Reader thread to IoT-Reader stack. 

3.1 How to Start a FreeRTOS-based Project using E2Studio 

If a FreeRTOS project is not yet created, the first step to integrate IoT-Reader (Non-OS) SDK v7.2.0 into a 

FreeRTOS-based system is to create a new E2Studio project proper configured for using FreeRTOS. 

For demonstration purposes, an RA4M3 device is used as the host controller. 

1. Open E2Studio and navigate to File > New > Renesas C/C++ Project and select Renesas RA. 

2. Select the C/C++ Template and click Next. 

3. Choose an appropriate project name and click Next. 

https://www.renesas.com/en/document/mas/ptx1xxr-nfc-iot-reader-api-os-stack-integration-sdk-v720-user-manual?language=en&r=25426186
https://www.renesas.com/en/document/mas/ptx1xxr-nfc-iot-reader-api-os-stack-integration-sdk-v720-user-manual?language=en&r=25426186
https://www.freertos.org/Documentation/00-Overview
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4. Select the desired device and desired settings and click Next. 
 

 

Figure 1. E2Studio Project Device Configuration 
 

 

5. Select the project type and click Next. 

6. At this step, it is necessary to select the build artifacts and RTOS, so this is the step were FreeRTOS 

selection occurs. Select FreeRTOS and click Next. 
 

 

Figure 2. Project FreeRTOS Configuration 
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7. At this step it is recommended to choose the Blinky example as it will be more relevant for testing to have at 

least two threads active. Click on Finish and the project configuration is ready. 
 

 

 

 

Figure 3. Project Template Selection 
 

After completing the above steps the project is compilable and ready to be customized.  

Note: The E2Studio project provides only static memory allocation for FreeRTOS projects. 

3.2 Create a New Thread for IoT-Reader Stack 

New Threads can be created from the FSP Stacks tab. After creating the thread dedicated to IoT-Reader the 

most important configurations are priority and stack size.  

The whole corresponding code to the thread configuration and thread initialization will be automatically 

generated by FSP. In addition, all the allocated stacks(drivers) will be configured and initialized in the thread 

context.  
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Figure 4. IoT-Reader Thread Configuration 
 

Use a stack size of at least 8192 bytes. Once the thread is created, the code can be generated. A new file will be 

generated for each configured thread.  
 

 

Figure 5. IoT-Reader Thread Generated Files 
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3.3 Configure Stacks for IoT-Reader Thread 

In FSP Stacks tab, for each thread all the stacks(drivers) must be configured. For the IoT-Reader Thread the 

stacks(drivers) must be configured the same way as for the IoT-Reader (Non-OS) SDK v7.2.0 project.  

Note: The full documentation of IoT-Reader (Non-OS) SDK v7.2.0 can be found in PTX1xxR NFC IoT-Reader 

API for OS Stack Integration (SDK v7.2.0) User Manual. 

One thing worth noting, the stacks(drivers) allocated to a specific thread are “private” and cannot be accessed by 

other threads. If it is the case to define a driver that can be consumed by multiple threads, the HAL/Common 

section can be used. The recommendation is to try as much as possible to keep the project compact and well 

separated by allocating correctly the hardware resources to threads. 
 

Figure 6. IoT Reader Stacks Configuration 

The stacks(drivers) content and detailed configuration can be found in the original IoT-Reader (Non-OS) SDK 

v7.2.0 project.  

3.4 Import the IoT-Reader (Non-OS) SDK v7.2.0 Code Content into the 
Project 

After all the FSP configurations, readying the code generation is possible. FSP will generate all necessary 

infrastructure including the thread entry function for the newly created thread for IoT-Reader. 

The next step is to import into the project the code sources from IoT-Reader (Non-OS) SDK v7.2.0. This step 

can be achieved by creating a new “Source folder” in the project and pasting the code folders inside. When 

doing so, however, the user must ensure the following: 

■ The files are not excluded from build.  

■ To add the new added source files to compiler include paths. 

■ To add the same project Maros as for IoT-Reader (Non-OS) SDK v7.2.0 project. 

https://www.renesas.com/en/document/mas/ptx1xxr-nfc-iot-reader-api-os-stack-integration-sdk-v720-user-manual?language=en&r=25426186
https://www.renesas.com/en/document/mas/ptx1xxr-nfc-iot-reader-api-os-stack-integration-sdk-v720-user-manual?language=en&r=25426186
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At the end of this section the whole project should compile, but from a functional point of view, it will not do 

anything because the IoT-Reader thread activity is not linked with IoT-Reader stack activity. 
 

 

Figure 7. IoT-Reader Source Code Imported 

3.5 IoT-Reader (Non-OS) SDK v7.2.0 Code Updates 

After following the above steps, the project should be compilable. In order to make it work, there are some 

required updates to be completed. 

FSP already generates the thread initialization and the thread entry point, so the IoT-Reader thread entry is 

already available. There are two design updates that should be completed in order to make the IoT-Reader stack 

working.  

3.5.1 Implement “blocking-states” using Binary Semaphores 

In the implementation of IoT-Reader (Non-OS) SDK v7.2.0, there are some use-cases where the host controller 

will wait for events in a blocking way, which effectively monopolizes the processor’s execution time and prevents 

the FreeRTOS scheduler from executing other tasks. Of course, this implementation is forbidden in an RTOS-

based system because it will block the other tasks.  

The simplest solution possible to achieve the expected behavior is to use the binary semaphore mechanism 

offered by FreeRTOS. This mechanism is very simple: using a “Take” operation from any place of the task 

context will block the task until the semaphore is freed from an ISR using a “Give” operation. 

The semaphore must be declared and initialized before any usage, so before starting any activity make sure the 

semaphore was initialized correctly. 
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■ ptxPLAT_WaitForInterrupt is implemented, like the name suggests, to wait for interrupts (from internal 

timers or external GPIO) in a closed loop, blocking the CPU. The new implementation just “takes” the 

semaphore and informs the scheduler to block the current thread until the semaphore is free. 

Figure 8. ptxPLAT_WaitForInterrupt Implementation 

 

■ ptxPLAT_TIMER_Start is used to start a timer in both blocking and non-blocking modes. For non-blocking 

mode there is nothing to update. However, for the blocking mode, the same implementation strategy as for 

previous function must be done. One important item worth noting is that the second implementation was 

slightly modified to unlock the thread even if the semaphore is free from GPIO ISR. More about this item is 

provided later in this section where the semaphore “give” strategy is discussed. 
 

 

Figure 9. ptxPLAT_TIMER_Start Implementation 
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■ ptxPLAT_GPIO_IsrCallback is used to handle any interrupt detected by the IRQ(INTPx) pin. On the non-OS 

SDK, there is no specific action to do because the CPU is directly waked up by hardware mechanism; 

however, on the FreeRTOS implementation the semaphore must be free. There is no need for complex 

implementation to check if the semaphore is currently blocked before freeing it. It is very important here to use 

xSemaphoreGiveFromISR instead of xSemaphoreGive.  

Figure 10. ptxPLAT_GPIO_IsrCallback Implementation 

 

■ ptxPLAT_TIMER_IsrCallback is used to manage timer interrupts. One the same logic like for ISR callback, in 

FreeRTOS version the semaphore must be freed. 

Figure 11. ptxPLAT_TIMER_IsrCallback Implementation 
 

3.5.2 Link IoT-Reader APIs to Thread Entry Function 

In the previous section all the required updates to make the IoT-Reader stack compatible with a FreeRTOS-

based system were presented. Now, the final topic is how to link the thread entry function generated from FSP to 

the actual APIs offered by the IoT-Reader stack. 

The first option is a basic one but will ensure the same behavior as for IoT-Reader non-OS version: a continuous 

pooling loop. The only necessary update is to directly call ptxAPP_Entry from the generated thread entry 

function, of course after initializing the semaphore. 

The second proposed option is more complex, and it depends on the project needs and designer choices. The 

proposal is to rework the ptx_IOT_RD_Main.c file to work with individual commands and “control” the closed 

loop behavior using the Queue mechanism offered by FreeRTOS.  

Queue mechanism provide a lot of advantages because it allows commands and data transfer from one thread 

to another, in this way giving the user a solution to create complex applications. 
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The following is a simple example of how to start the polling loop using queue commands, but this is highly 

dependent of the project needs. However, it is important to mention that this layer is outside of the IoT-Reader 

core functionality and is intended to be reworked by users. 
 

Figure 12. ptxAPP_Entry Integration 

In this example, the first step is to allocate the queue and the binary semaphore, and after successfully 

initializing them start loading events into the queue.  

ptxIotRd_QueueCommand is a custom build object that can transmit any desired data to the thread using the 

queue mechanism. 

Then in a closed loop, there should be a queue interrogation to check if there are any pending messages. The 

FreeRTOS scheduler will manage the thread execution, so if there is no message pending, the task will not be 

executed. 
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4. Improvements 

The currently implemented solution does not fully reimplement the ptxIoTRdInt_Run_Demo_Loop function, so 

it is only possible to initialize the NFC stack and start the polling loop, but it is not possible to stop it.  

The current solution was tested for I2C and SPI communication between the host controller and a PTX1xxR 

device. For the UART, because of the “push” mode implementation strategy, the FreeRTOS semaphore 

mechanism does not work. 

5. Conclusions 

The integration of IoT-Reader (Non-OS) SDK v7.2.0 into a FreeRTOS-based system can be easily achieved by 

using binary semaphore mechanism, and even queue mechanism, if the project application layer requires 

complex thread interactions.  

The current solution was tested for I2C and SPI communication between the host controller and a PTX1xxR 

device.  

It is important to remember that this is just a single thread solution, and to allow the NFC integration into complex 

RTOS-based projects, it is not a fully RTOS designed development. 

6. Revision History 
 

Revision Date Description 

1.00 Jan 16, 2025 Initial release.  
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